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Abstract: Data heterogeneity is one of the key problems in integrating multiple data sources, data warehousing, legacy 
data migration, etc. For integrating databases or information systems, the data need to be transformed from a 
source representation into a target representation. The foundation for developing efficient data 
transformation tools and automating data transformation processes is a data transformation process model. 
In this paper, I propose a CPN based data transformation process model. This model provides rich 
constructs to represent various data structures, transformation functions and rules; allows parallelization, 
composition and decomposition of data transformations. Furthermore, as the extension of the model, the 
CPNs are combined with higher-order Petri nets. The components of the CPNs can be reused. This 
improves the efficiency of data transformations. 

1 INTRODUCTION 

Data heterogeneity is one of the key problems in 
integrating multiple data sources, data warehousing, 
legacy data migration, etc. This kind of 
heterogeneities refers to different representations of 
the same data. For instance, different units of 
measurement, different abstraction levels, distinct 
representations of the same data domain, or different 
data formats would cause data heterogeneities. In 
order to integrate databases or information systems, 
we often need to transform data from a source 
representation into a target representation. 

A data transformation process potentially 
involves a considerable number of transformation 
functions or operations，which apply to input data 
and generate output data. This kind of operations 
appears implicitly in most languages. For instance, 
we can perform data transformations by executing a 
sequence of SQL queries against source data. 
However, query languages were not developed to 
represent complex transformations for solving data 
heterogeneities. Many data transformations cannot 
be expressed by SQL queries. 

In many languages and data transformation tools 
(for example, Data Fusion tool (Carreira and  
Galhardas, 2004 (a)), data mapper operators are 
developed for implementing data transformations. In 

(Carreira and Galhardas, 2004 (b)), the data mapper 
operators as an extension to the relational algebra 
are proposed for increasing its expressive power. 
The mapper operators are based on a tuple semantics, 
can not specify many useful data transformations. 

The foundation for developing efficient data 
transformation tools and automating data 
transformation processes is a data transformation 
process model, which integrates input data, output 
data, required transformation functions and 
transformation rules. This model should be a visual 
notation, describe progressive transformations, and 
can be optimized. 

This paper is organized as follows. Section 2 
gives an overview of data structures and 
transformation functions in data transformation 
processes. Section 3 presents the data transformation 
model. Section 4 concludes the paper with a 
summary of the contributions of this research.  

2 DATA AND FUNCTIONS IN 
DATA TRANSFORMATION 
PROCESSES 

Data transformations deal with large amounts of data 
and potentially involve a considerable number of 
transformation functions or operations. The 
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execution of some functions is controlled by rules. 
Therefore, data, transformation functions and rules 
are basic elements in data transformation processes.  

2.1 Data Structures 

The inputs of data transformations are attributes in 
relational databases, data warehouses, etc. The 
attributes can have complex data structures and be 
represented by using constructors. A composite 
attribute corresponds to utilization of the tuple 
constructor, whereas a multivalued attribute may be 
of a list, set, or bag data type, and corresponds to the 
list, set, or bag constructs. Complex data structures 
can be created by the nesting of type constructors 
(tuple, set, list, bag, array, etc.).        

2.2 Transformation Functions 

Data transformations may involve a number of 
transformation functions or operations. 
Transformations can be composed or decomposed. 
Composition of transformations allows functions to 
be composed together and executed as a single 
function, whereas the decomposition of a 
transformation allows a function to be partitioned 
into composeable functions. According to this 
criterion, data transformations can be classified into 
simple transformations and complex 
transformations.  

A simple transformation involves only a single 
function, which is not decomposable, whereas a 
complex transformation can be decomposed into a 
number of functions. The functions applied in 
simple transformations can be relational operations, 
such as join(), selection(), and projection(); 
aggregate functions, such as sum(), avg(), count(), 
max() and min(); etc. A complex transformation is 
composed of a number of functions and allows 
sequential and parallel execution of functions. 

On the other hand, transformation functions can 
be classified according to the following criteria:  
 

 One-to-one map: a function receives an input 
and generates an output. 

 One-to-many map: a function receives a single 
input and generates multiple outputs. 

 Many-to-one map: a function receives 
multiple inputs and generates a single output. 

 Many-to-many map: a function receives 
multiple inputs and generates multiple 
outputs. 

 Algorithmic map: a function is performed 
according to an algorithm, e.g. iteration.  

 
In order to simulate data transformation 

processes, the data transformation model should be a 
visual notation, provide constructs to represent 
various data structures, transformation functions and 
rules. Moreover, the composition, decomposition 
and parallelization of data transformations can be 
expressed in this model. 

3 MODELLING DATA 
TRANSFORMATION 
PROCESSES  

In graphical notations, UML is one of the most 
popular graphical specification tools. However, it is 
not suitable to express progressive data 
transformation processes. Coloured Petri Net (CPN) 
is an alternative to UML for modelling data 
transformations.  

3.1 Modelling Data Transformation 
Processes Using CPN   

CPNs are one of the enhancements of Petri nets, 
which are especially suitable for modelling 
transformation processes of complex data types and 
expressing progressive transformation processes.  

3.1.1 The CPN Model 

CPNs are formally defined as follows (Jensen, 1992): 
CPN=(S, P, T, A, N, C, G, E, M0, I), where 

S: a finite set of non-empty types, called color sets; 
P: a finite set of places; 
T: a finite set of transitions; 
A: a finite set of arcs P ∩ T = P ∩ A = T ∩ A = ∅ ; 
N: a node function A → P × T � T × P; 
C: a color function P → S; 
G: transition inscriptions T →expression; 
E: arc inscriptions A → expression; 
M0: initial tokens; 
I: an initialization function P → M0.  

 
CPNs provide the following graphical notations: 

circles for places, boxes for transitions, arcs for data 
flow between them, and dots for tokens.  

In a CPN based data transformation process 
model, a color set represents a data type, which may 
be the input or the output of a transformation 
function. Various data types occurring in data 
transformation processes can be represented using 
different color sets. For example, a composite 
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attribute “Date” can be represented by a color set 
defined as follow: 

color Date  = record (year, month, day). 
A textual inscription can be assigned to each 

graphical symbol. Arc inscriptions restrict the arc’s 
data flow, which is described with variables. 
Transition inscriptions define guard conditions and 
actions. Guard conditions restrict the firing of the 
transitions. Actions correspond to transformation 
functions or operations and are executed when the 
transitions fire. 

Simulation is based on the following firing rules: 
When data tokens (represented by color sets) are 
available in each input place of a transition, the arc 
conditions and the guard conditions are evaluated 
and the output places are checked for space for 
tokens. When all these conditions are fulfilled (the 
preconditions of a data transformation are fulfilled), 
the transition may fire. When the transition fires, all 
input data tokens are consumed and output tokens 
are delivered to all output places according to the 
action. With the moving of tokens in CPN, data 
transformations are performed step by step.  

3.1.2 Execution of Data Transformations in 
CPNs 

CPNs allow sequential and parallel execution of data 
transformations. Composition and decomposition of 
data transformations can be also expressed in CPNs. 

The data of an input place can be delivered to 
different transformation functions; the functions can 
execute in parallel and yield different output results. 
If the data type of an input place is a composite type, 
the input data can be partitioned and delivered to 
different transformation functions. For example, if 
the data type of an input place is a tuple, the tuple 
can be partitioned into single attributes, and the 
attributes would be delivered to different 
transformation functions; finally, the results of 
different functions would be merged into a tuple in 
the output place.  

The concept of hierarchy and composition for 
CPN allows transitions to be replaced by subnets. A 
hierarchical CPN (HCPN) model can be developed 
either top-down or bottom-up. Subnets (sub-pages) 
can be used to describe decomposition of complex 
transformations. Each subnet provides a detailed 
description of a complex transformation. 

Data transformation rules can be expressed as 
guard conditions in transition inscriptions. The 
transformation rules control the execution of 
transformation functions, e.g. iteration.  

3.2 An Extension for Data 
Transformation Process Model  

CPNs are a powerful modelling notation for data 
transformation processes. They provide rich 
constructs for representing various data types, 
transformation functions and rules. The 
parallelization, composition and decomposition of 
data transformations can be expressed in CPNs. 
However, a data transformation process potentially 
involves some special procedures or algorithms. 
Sometimes, the procedures or algorithms involved in 
CPNs need to be reused. For example, in a data 
transformation process, more than one hierarchical 
structures need to be restructured. Obviously, we 
would not like to rewrite procedures for each 
hierarchical structure. This problem can be solved 
by applying higher-order Petri nets (Janneck and 
Esser, 2002). We can use the higher-order facilities 
to construct a model for the procedure that, when 
parameterized with a specific hierarchical structure, 
automatically instantiates the corresponding 
procedure. The higher-order Petri nets can be 
combined with CPNs. 

 

 
 

Figure 1: A higher-order Petri net 

Figure 1(a) shows a parameterized Petri net 
which represents the procedure for restructuring 
hierarchical structures. The parameters are the 
attributes existing in a hierarchical structure. The net    
contains an input port and an output port. This 
model is called a component model. Figure 1(b) is a 
CPN which describes a data transformation process.  
The CPN contains two double-rimmed places, called 
container places. Each container place contains input 
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ports and output ports. The procedure (component) 
resides as a token on the container places.  When a 
transition that is connected to an input container port 
produces a token, the token is sent to the input port 
of the component. Similarly, when the component 
produces a token at its output port, the token appears 
at the corresponding output container ports of the 
container place. By using component models and 
container places, procedures or algorithms can be 
reused. This reduces the model size and complexity, 
and improves the efficiency of data transformations. 

4 CONCLUSIONS 

In this paper, I proposed a data transformation model 
for developing efficient data transformation tools 
and automating data transformation processes in 
integrating multiple data sources, data warehousing, 
legacy data migration, etc. The model is based on 
CPNs (Coloured Petri nets) and provides rich 
constructs to represent various data structures, 
transformation functions and rules. The 
parallelization, composition and decomposition of 
data transformations can be expressed in this model. 
As an extension of the model, higher-order Petri nets 
are combined with CPNs. In this extended model, 
the components of CPNs can be reused. This 
improves the efficiency of data transformations.   
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